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Algorithm Visualisation {AV) tool is commonly used to learn data structures. However, since that tool
does not address technical details, some students may not know how to implement the data structures.
This paper integrates the AV tool with Program Visualisation (PV) tool to help the students understanding
the data structures' implementation. The integration (which is implemented as a tool named DS-PITON)
works similarly as a PV tool except that the data structures are visualised with the AV tool. Through quasi
experiments, it can be stated that DS-PITON helps students to get better assessment score and to com-
plete their assessment faster (even though the impact on completion time can work in reverse on
slow-paced students). Further, according to a questionnaire survey, the students believe that DS-PITON
helps t learning data structure materials.
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1. Introduction

Student retention defines the success of universities [ 1]; higher
retention leads to higher success rate. Consequently, several strate-
gies are proposed to keep the retention high [ 2|. Some of them are:
the use of persuasive social media [3], Student Success Course [4],
and the integration of educational technologies [5].

To keep the student retention high in Computing education,
educational technologies are often applied to help students learn-
ing a particular topic. These technologies typically rely on auto-
mated visualisation as their main feature; a particular topic is
explained through intuitive graphics and animation. Program Visu-
alisation (PV) tool [6]| and Algorithm Visualisation (AV) tool | 7] are
two of the most common ones. The former focuses more on visual-
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ising how a particular program works while the latter focuses on
visualising how algorithms and data structures work.

When learning data structures, most AV tools explain them
without providing the technical details about how they are repre-
sented and behave in a real program. As a result, the students may
know how the data structures theoretically work but may not be
able to use them for solving a programming task. In other words,
it enlarges the gap between students’ theoretical and practical abil-
ity, which affects the students’ problem solving skill (a part of
employability attributes for university graduates [8]).

One of the possible solution to mitigate the gap is to let the stu-
dents learn the technical details with a PV tool. However, the PV
tool's visualisation can be challenging to understand since the data
structures are treated like standard objects. The visualisation may
not suit the structures’ theoretical visualisation and will be mixed
up with other in-program variables’.

To mitigate the gap between students’ theoretical and practi-
cal ability related to data structures, this paper integrates PV with
AV tools. This integration — represented as a tool named DS-
PITON — works in similar manner as a PV tool except that some
predefined data structures will have their own visualisation
through the AV tool. In such a manner, the data structures’ visu-
alisation will be similar as their theoretical visualisation and dis-
played separately, which make them easy to understand at
implementation level. To the best of our knowledge, no works
have attempted to combine PV and AV tools for learning the
implementation of data structures.

1110-8665(@ 2019 Production and hosting by Elsevier B.V. on behalf of Faculty of Computers and Information, Cairo University.
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Our proposed tool (DS-PITON) is developed on the top of PITON
(a programming educational tool which was previously created in
the same institution with two shared authors between them [9]).
PITON was originally created to help students completing their
programming laboratory assessment at introductory programming
level. PITON can act as a PV tool in addition to a standard program-
ming workspace. In such a manner, when the students get con-
fused about how their code works, they can activate the
visualisation to get better comprehension. It is true that PITON's
goal is not related to DS-PITON; the former aims to help students
learning how to code at introductory programming while the latter
focuses more on learning how data structure implementation
works. However, its PV tool mode can be used to achieve DS-

ON's goal. Currently, DS-PITON covers 7 data structures: array,
inked list, stack with array, stack with linked list, queue with
array, queue with linked list, and priority queue with linked list.

2. Related works

In Computing domain, educational tools are common to explain
programs, algorithms, and data structures through visualisation.
Generally speaking, these tools can be classified to three cate-
gories: Program Visualisation, Algorithm Visualisation, and others.
This section will discuss educational tools for each of those cate-
gories. Further, we will also explain a brief overview of PITON, an
educational tool which acts as a basis of our proposed tool.

2.1. Program visualisation tools

Program Visualisation (PV) tools help learners to learn how a
particular program works. Each of them visualises all variables
and execution states of the program while running [6]. Jeliot 3
|10] is a matured example of it. This tool is a Java-targeted PV tool
that has been evolved several times from Elliot, Jelliot 1, and Jeliot
2000 [11,12].

Since programming language varies, some PV tools facilitate the
integration of new target programming languages. That integration
can be through either a mapping between the new languages and
known language [13] or an embedding mechanism which requires
some instructions written on the new languages [ 14].

Besides language-independence, some unique features are also
proposed on existing PV tools. CodeChella [ 15] supports real-time
tutoring and collaborative learning. JavlinaCode [16] displays a
Unified Modeling Language's class diagram in addition to its stan-
dard visualisation. OmniCode [ 17] introduces a live programming
mechanism. PITON [9] has an IDE-like programming workspace
to assist learners writing their own program. PlayVisualizerC [ 18]
handles capability, installability, and usability issues on existing
PV tools. PythonTutor [19] covers various programming languages
with an online architecture. SeeC [20] has human-language expla-
nation assisting its visualisation.

2.2, Algorithm visualisation tools

Algorithm Visualisation (AV) tools help learners to learn how
algorithms and data structures work [7]. They commonly cover
basic algorithms and data structures such as sequential data struc-
tures (e.g., array, stack, queue, and linked list) [21,22] and search-
ing & sorting algorithms [23-25].

Considering some learners face difficulties in advanced topics,
several AV tools cover complex algorithms and data structures.
Some of these topics are recursion, [26,27], strategic algorithms
(e.g., backtracking, greedy algorithm, and dynamic programming)
128,29,22], and graph-related algorithms (e.g., Dijkstra’s algorithm,
and convex hull) [30].

Apart from classical topics, some AV tools cover domain-specific
algorithms and data structures. For example, a work in [31] covers
algorithms for network optimization problems. Other two exam-
ples are a work in [32] that covers SHA-512 algorithm and a work
in [33] that covers matrix multiplication algorithm.

As the number of AV tools is increased, AlgoViz [34] was pro-
posed. It works as a digital repository for AV tools where AV cre-
ators and users meet. On there, the success of an AV is
measurable as the users can provide a feedback about it.

2.3. Other educational tools

For some learners, learning programming is not an easy task.
Hence, Visual Programming (VP) tools are introduced as an alter-
native of Program Visualisation (PV) tools. Instead of writing a pro-
gram code directly, a VP tool acts as a connector between the
learners and their code. It removes some technical details so that
the learners can focus on the algorithmic side of their program.
Greenfoot [35] enables drag-and-drop feature for some program
parts. Alice [36] and Scratch [37] let the learners to drag and drop
their syntaxes instead of writing them directly. RAPTOR [38] and
SFC Editor [39] display a flowchart to learners instead of program
code.

VP and PV tools are not the only ones to help slow-paced learn-
ers in programming. Verificator [ 40|, for example, is an educational
tool which is also focused on such direction. It utilises a kind of
traffic light system that limits the number of modifications applied
on learner's program code. Upon reaching a limit, the learner
should compile their code first before they can make further mod-
ification. This mechanism is expected to mitigate the number of
displayed errors.

Some educational tools aim to explain the characteristics of
algorithms. A work in [41] proposes Complexitor, a tool to learn
algorithm time complexity in practical manner. It then inspires a
work in [42] that proposes JCEL, which is similar to Complexitor
except th has simpler inputs and focuses on Java programming
language. A work in [43] proposes GreedEx, a tool for learning the
characteristics of greedy algorithms. It is then expanded to Gree-
dExCol |44 | with collaborative features on board.

24. PITON - Python integrated workspace and visualization

PITON (Python InTegrated wOrkspace and visualizatioN) [9] is a
programming educational tool which combines programming
workspace with Program Visualisation (PV) tool. Consequently,
this tool does not only enable the direct development of source
code but also the visualisation of the code. PITON is aimed to assist
undergradumtudents for completing their Python programming
assessment 1n the introductory programming course. When the
students are given an assessment, they are required to complete
it using PITON. They should write the source codes on PITON and
submit the resulted project.

During the assessment, if the student wants to check the cor-
rectness of their source code, they can execute the code through
one of three modes. The first one is standard compile & run that
works similarly like most programming workspaces; It displays
the code's program outputs which can be as a response of the
code's program inputs. The other two are related to visualisation,
and commonly used when the student needs to understand their
own code further. Step-by-step visualisation is an execution mode
where a program created by the code is visualised and the student
should press next or previous button to control the visualisation.
Time-based visualisation is quite similar to the step-by-step visu-
alisation except that the animation will be automatically updated
instead of relying on user interaction.

Fig. 1 depicts the layout of PITON [9]. It consists of 7 panels:




RA. Nathasya et al /Egyptian Informatics Journal 20 (2019) 193-204 195

Fig. 1. The layout of PITON [9].

+ Command toolbar (A), a panel to navigate the visualisation and
manage source code projects.

+ Working directory observer (B), a panel displaying source code
projects.

« Input panel (C), a panel to provide inputs for a particular pro-
gram execution.

+ Source code editor (D), a panel where the student can write
their source code for a programming assessment.

+ Output panel (E), a panel to display the outputs of a particular
program execution.

« Error panel (F), a panel to display the errors of a particular pro-
gram execution.

« Variable content display panel (G), a panel for showing the con-
tent of all variables during the visualisation.

3. The tool: DS-PITON

When learning data structures, students are required to under-
stand the data structures’ implementation. In order to do that,
these students can utilise a Program Visualisation (PV) tool; they
can get the implementation (written in a particular programming
language) from external resources, and feed it to the tool for visu-
alisation. Nevertheless, existing PV tools' visualisation can be hard
to understand; the data structures are treated like standard
objects. The visualisation may not suit the data structures' theoret-

DS-PIICH - DWTA STRUCTLRE PYTHON INTEGRATED WESKSPACE AND VELALETION

ical visualisation. Further, in terms of presentation, it will be mixed
up with other in-program variables’.

As a solution, this paper integrates PV with AV tools; the inte-
gration works similar as a standard PV tool except that, when a
data structure is being visualised, its visualisation is handled by
the AV tool. Consequently, the data structure will be visualised at
algorithmic level, which can be easier to understand. Further, its
visual will be separated from the standard variables and functions,
which can provide more clarity. To our knowledge, this is the first
attempt to combine PV and AV tools for learning data structure
implementation.

3.1. Main architecture

The proposed combination between PV and AV tools is called
DS-PITON. It is built on the top of PI |9], and covers seven data
structures for visualisation (array, linked list, stack with array,
stack with linked list, queue with array, queue with linked list,
and priority queue with linked list). Since PITON is developed for
Python programming language, D5-PITON will only cover that pro-
gramming language.

Fig. 2 shows the layout of DS-PITON. Since it is derived from
PITON, the layout is quite similar to Fig. 1 except the right-
bottom panel. That panel will display the data structures’ visualisa-
tion. It is called data structure display.

Fig. 2. The Layout of DS-PITON.
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If the student wants @earn the implementation of a particular
data structure, they can simply use the data structure on their code
(by creating an object). They are not required to copy and paste the
data structure's implementation on their code as it has been
embedded on DS-PITON.

Prior starting the visualisation (either through PITON's step-by-
step or time-based visualisation), the student can choose whether
they want to see in-data-structure visualisation by ticking a check-
box. If that checkbox is checked, each time a data structure's
method is invoked (see Table 1 for covered data structure meth-
ods), it will pop up a window visualising how that method works
before continuing to the next instruction. An example of that win-
dow can be seen on Fig. 3. It contains three panels called source
code editor, variable content display panel, and data structure dis-
play. They are referred as A-C respectively on that figure. Source
code editor will display the method's code (written in Python).
Variable content display will show all local variables involved on
that method's execution. Data stru display will show the
method's data structure's condition. It 15 important to note that
this in-data-structure visualisation will be based on the invoked
method's parameters.

Table 1
Covered Methods for Built-In Data Structures.

Data Structure Covered Methods

Array initialise, insert, remove, isEmpty, isFull, traversal,
countElement, and search
inked List initialise, insertFirst, removeFirst, insertLast,
removelast, isEmpty, traversal, countElement, and
search
Stack with Array initialise, push, pop, peek, isEmpty, isFull, traversal,

countElement, and search
Stack with Linked initialise, push, pop, peek, isEmpty, traversal,
List countElement, and search
Queue with Array initialise, enqueue, dequeue, isEmpty, isFull, traversal,
countElement, and search
Queue with Linked initialise, enqueue, dequeue, isEmpty, traversal,
List countElement, and search
Priority Queue with  initialise, enqueue, dequeue, isEmpty, traversal,
Linked List countElement and search

For further understanding, DS-PITON enables multiple data
structures to be shown at once (see Fig. 4). These structures are dif-
ferentiated based on their variable name.

In terms of data structure visualisation, DS-PITON has three
kinds of visualisation: array-based, list-based, and priority queue
representation. Array-based representation is used to visualise
array, stack with array, and queue with array. An example of it

be seen on Fig. 5. List-based representation is used to visualise
inked list, stack with linked list, and queue with linked list. lts
example can be seen on Fig. 6. Priority queue representation is
used to visualise priority queue with linked list. It is similar to
list-based representation except that its elements has three com-
ponents: priority value, content, and next element's reference.
Fig. 7 shows an example of it.

When the student wants to see the full implementation of our
built-in data structures, they can click a button called "Data Struc-
ture Codes" placed at the top of source code editor (see Fig. 2).
When that button is clicked, a pop-up window (as seen in Fig. 8)
will be displayed. The student can select which data structure's
implementation they want to see on the provided combobox. The
code editor below that combobox will then display the implemen-
tation of that data structure. Unique to this feature, the implemen-
tation will be written with declarative comments so that the
student can learn it comprehensively.

3.2. Functionality evaluation

The functionalities of DS-PITON were evaluated in threefold.
The first one was a black-box testing conducted by the first author
of this paper. The second one was an usability testing with five
teaching assistants. The third one was an analysis of processing
time by the second author of this paper.

Black-box testing was conducted by performing 15 scenarios
related to the functionalities of DS-PITON. According to that test-
ing, all features work correctly and no bugs are found.

Usability testing was conducted by asking five teaching
assistants to complete two data structure assessments with
DS-PITON. The former assessment is related to linked list while

In-Data-Structure Visualisation

insertPQ(self,prioc, info):
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Fig. 3. An Example of Pop-Up Windows.
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Fig. 4 An Example of Visualising Multiple Data Structures.
head the assistants to predict a data structure condition on a particular

tail

Fig. 5. An Example of Array-Based Representation: A Queue with Array.

Head

4
nRofo

Tail

Fig. 6. An Example of List-Based Representation: A Queue with Linked List.

the latter is related to stack with array. To align with the goal of the
tool (which is helping students for learning data structure imple-
mentation), each assessment has two types of questions, repre-
sented as 4 questions each; both types are about the behaviour
of a given data structure in a program. The first question type asks

Head

program state. Whereas, the second type asks the assistants to
rearrange a list of data structure conditions under a sequence of
program instructions. In addition to completing the assessment,
they are also required to act as their students to find potential bugs
and provide some feedback (if any).

According to our evaluation, all DS-PITON's functionalities work
as expected. The assistants could complete both assessment tasks
without finding any difficulties, even though they acted as their
students. In fact, there was a bug found when a shortcut to close
a window (alt + F4) had been still able to close the data structure
visualisation window. However, that bug has been fixed upon the
usability testing.

In terms of provided feedback, they can be categorised to
three categories. The first one is to assure that a pop-up window
is always displayed on top of the main window. It should always
be the main focus till it is closed. The second one is to enlarge
data structure display. The third one is to optimise the technical
details of visualisation. All of them have been fulfilled at the
final implementation of DS-PITON (that is proposed in this
paper).

Considering DS-PITON is a combination between PV and AV
tools, it is expected that the visualisation takes more processing
time when compared to the standard PV or AV tool. In DS-PITON,
several PV tool's outputs are passed to the AV tool for further pro-
cessing. Regardless of the used data structure, DS-PITON's visuali-
sation can be up to 100% slower than the standard tools, assuming
that all PV tool's outputs are passed to the AV tool. For example, if a
typical PV or AV tool requires 0.1 s to visualise a linked list, DS-
PITON may require 0.2 s to do that. Nevertheless, according to
our experience using the tool, that up to doubled processing time
is not an issue since the students and authors do not experience
any significant delay during visualisation. The real time required
for visualising covered data structures is typically small since the

v
_9_9*

Tail

Fig. 7. An Example of Priority Queue Representation.
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Fig. 8. A Pop-Up Window Displaying Data Structure Codes.

tool is used in academic environment where the amount of visu-
alised information is limited.

4. The learning methodology

DS-PITON can be used to learn data structure implementa-
tion in both supervised and unsupervised manner. Supervised
learning means at least one lecturer or tutor accompanies the
students in the process. This kind of learning commonly hap-
pens in a class session where the students are asked to learn
about the implementation of some data structures. Prior using
the tool, the students are informed about how to use DS-
PITON and what goals to achieve (e.g., understanding how a
linked list is implemented). Afterwards, the students will use
the tool by writing a piece of Python source code which main
focus is to see how some data structures’ implementation looks
like and behaves.

If the students have no access to computers, D5-PITON can be
displayed on a computer operated by the lecturer or tutor, and
therefore used as a supportive resource for teaching session. The
use of DS-PITON in this mode is quite similar to the use of a pro-
gramming workspace while teaching programming; the lecturer
or tutor uses it to show that a particular code (which aims to
explore the characteristics of data structure implementation in
our case) works as expected.

Unsupervised learning, on the contrary, relies on no lecturer or
tutor during the process. It typically occurs when the students are
taking an online course or completing an assessment related to
data structure implementation. When this kind of learning is used,
it is important to make the tool accessible through e-learning so
that when they need it, they can easily download it. Further, the
detailed tutorial about how to use the tool and what goals need
to be achieved with that tool should also be described on the e-
learning. In terms of usage, the students can utilise the tool in a
similar manner as supervised learning with computer access; they
can write a Python source code aiming to learn the implementation
of some data structures.

5. Measuring the impact of learning with DS-PITON

The impact of DS-PITON for learning data structure implemen-
tation was measured by comparing it with the textbook-based

learning (where the student learn a particular information from a
given textbook). The textbook-based learning is chosen as the
baseline since it is the conventional (and most common) strategy
for learning data structure implementation. By comparing those
two, we believe that our findings can be more relevant to the cur-
rent condition of learning data structure implementation.

The impact of DS-PITON is not compared with the impact of its
predecessor (PITON) due to two reasons. Firstly, the conventional
strategy for learning data structure implementation is based on
the textbook instead of an educational tool like PITON. Secondly,
DS-PITON and PITON are not comparable when used for learning
data structure implementation. The latter is not specifically
designed for that task. It is focused on teaching introductory pro-
gramming instead of data structures. Forcing it will benefit the for-
mer; PITON does not group the data structures’ attributes and does
not simplify their visualisation. Further, since PITON is not embed-
ded with the source codes of data structures, it requires the stu-
dent to embed that codes on their own code each time they
want to visualise these structures, which can be quite demanding.

The comparison between D5-PITON-based and textbook-based
learning relied on quasi-experiments [45] with two aspects on
board: score and time outcome. It involved two groups of students:
moderate-paced and slow-paced students. The first group con-
tained 15 moderate students (S1-515). They had completed Basic
Algorithm and Data Structure (i.e., a course in our faculty which
covers DS-PITON's built-in data structures) with a grade higher
or equal to C in their previous semesters. The second group con-
tained 15 slow-paced students (S16-530). When they participated
on the experiment, they were still completing Basic Algorithm and
Data Structure course and their mid-test score on that course is
lower than 55 (a minimum threshold to get a C grade in our fac-
ulty). It is worth to note that the experiment of slow-paced stu-
dents were performed twice due to the limited number of
participating students at the first attempt. The first experiment
only involved five students (S16-520) while the latter experiment
involved the rest (521-530).

Two quasi-experiments were conducted on moderate-paced
students. For each experiment, the students should complete two
data structure assessments about the same topic (either priority
fERue with linked list or queue with array). These assessments
are similar in terms of the number of questions (which is eight)
and difficulty level. DS-PITON aims to help learners for learning
some data structure implementations. Hence, these assessments’
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questions are about the behaviour of a given data structure in a
program. The questions ask the learners to either predict a data
structure condition on a particular program state or rearrange a list
of data structure conditions under a sequence of program
instructions.

Per experiment, the students would act as a control group when
completing the first assessment and as an intervened group when
completing the second assessment. Both sessions would be con-
ducted in 30 min each. For the first assessment, the students
should rely only on a data structure textbook (textbook-based
learning). Whereas, for the second assessment, they should rely
only on DS-PITON. The use of DS-PITON is beneficial if a
statistically-significant improvement occurs between the control
and intervened groups in terms of scores and/or completion time
(measured using a two-tailed paired t-test).

For slow-paced students, three quasi-experiments were con-
ducted. The experiments behaved similarly as the experiments
on moderate-paced students except that they cover different mate-
rial set. In this context, these experiments cover priority queue
with linked list, queue with linked list, and stack with array. Fur-

Table 2
Rating Questions.

series  series Survey Statement

1D

1 In-data-structure visualisation helps me to understand how a given
program works.

02 In-data-structure visualisation helps me to understand the
behaviour of a particular data structure.

Q3 Data structure display helps me to understand howa given program
works.

Q4 Data structure display helps me to understand the behaviour of a
particular data structure.

Q5 Variable content display panel on in-data-structure visualisation
helps me to understand how a given program works.

Q6 Variable content display panel on in-data-structure visualisation
helps me to understand the behaviour of a particular data structure.

Q7 A Combination of PV and AV helps me to understand how a given
program works.

Q8 A Combination of PV and AV helps me to understand the behaviour
of a particular data structure.

Q9 Compared to learning from a data structure textbook, learning with
DS-PITON is more effective for understanding how a given program
works.

Q10 Compared to learning from a data structure textbook, learning with
DS-PITON is more effective for understanding the behaviour of a
particular data structure.

o1 Compared to learning from a data structure textbook, learning with
DS-PITON is more time-efficient for understanding data structure
materials.

ther, our experiments have fewer questions for assessments (three
questions per assessment with 33.33% score contribution per ques-
tion). Each experiment should be completed in 30 min (15 min per
assessment). It is worth to note that the number of questions and
completion time are modified so that slow-paced students would
not be feel burdened.

To gather student perspectives, a questionnaire survey involv-
ing 20 students (51-520 from the quasi experiments) was con-
ducted. To mitigate bias, the students were asked to answer the
survey right after they had used DS-PITON (in our case, after they
had participated on the quasi experiments).

Our survey contains eleven rating questions and one open-
ended question. Rating questions ask the students’ agreement
tow some statements where their agreement is represented
as 5-point Likert scale (1 = strongly disagree, 2 = disagree, 3 = neu-
tral, 4 = agree, and 5 = strongly agree). Open-ended question asks
the students’ feedback toward DS-PITON; they should answer it
with free-formed sentences.

Table 2 shows the details of our rating questions. In general,
these questions ask whether D5-PITON helps the students in terms
of understanding how a givepogram works and the behaviour of
a particular data structure. IT 1s important to note that the last
three questions compare DS-PITOM-based with textbook-based
learning.

5.1. Score outcome results for moderate-paced students

Fig. 9 shows that, for moderate-paced students, DS-PITON is
more helpful than a data structure textbook to learn priority queue
with linked list. Two thirds of the students achieved higher score
when DS-PITON is on board. Further, in average, the score of DS-
PITON-based learning (80.833 with 16.275 as its standard devia-
tion) is higher than textbook-based learning (65.833 with 17.970
as its standard deviation). When measured using a paired t-test,
its improvement is statistically significant since its p-value
(0.0363) is lower than the maximum threshold for significance
(0.05).

When queue with array is used as the material, DS-PITON
shows more significant improvement (see Fig. 10). With DS-
PITON, most students (12 of 15) achieved higher score and no stu-
dents achieved lower score. This finding is strengthened by the fact
that its improvement (31.666, which is resulted by subtracting the
average score of DS-PITON-based with textbook-based learning) is
higher than such improvement on priority queue material (15). ltis
important to note that the improvement on queue with array
material is also statistically significant since its t-test's p-value is
0.002.

Moderate-Paced Students' Scores for Priority
Queue with Linked List Material
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Fig. 9. Moderate-Faced Students' Scores for Priority Queue with Linked List Material.
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Moderate-Paced Students' Scores for Queue with
Array Material
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Fig. 10. Moderate-Paced Students’ Scores for Queue with Aray Material.

5.2. Score outcome results for slow-paced students

Fig. 11 depicts that, for slow-paced students, DS-PITON affects
positively for learning priority queue with linked list. In average,
DS-PITON-based learning yields 44.44 higher score. Its average
score is 84.44 with 21.33 as its standard deviation. Whereas,
textbook-based learning only has 40 as its average score
with 18.69 as its standard deviation. When measured using
t-test, its improvement is statistically significant since its
p-value (0.00005) is lower than the maximum threshold for

On queue with linked list material (see Fig. 12, DS-PITON also
affects positively. The average score of DS-PITON-based learning
(95.56 with 11.73 as its standard deviation) is 35.56 points higher
than the average score of textbook-based learning (60 with 33.81
as its standard deviation). Further, D5-PITON's improvement is
statistically significant (its p-value is 0.001).

Fig. 13 shows that DS-PITON's impact is also statistically
significant on stack with array material (p-value=0.043).
DS-PITON-based learning (with 86.67 average score and 27.60
standard deviation) leads higher score than the textbook-based

significance. one (with 62.22 average score and 27.79 standard deviation).

Slow-Paced Students' Scores for Priority Queue
with Linked List Material
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Fig. 11. Slow-Paced Students’ Scores for Priority Queue with Linked List Material.
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Fig. 12. Slow-Paced Students’ Scores for Queue with Linked List Material,
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Slow-Paced Students' Scores for Stack with Array
Material
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Fig. 13. Slow-Paced Students' Scores for Stack with Array Material.

the change is statistically significant, as its p-value (0.0214) is
lower than 0.05 (a maximum threshold for significance).

For assessment about queue with array, D5-PITON is still more
time-efficient than a data structure textbook. As seen on Fig. 15,

5.3. Completion time results for moderate-paced students

Fig. 14 shows that, in terms of completing assessment about
priority queue with linked list, DS-PITON is more time-efficient

than a data structure textbook for moderate-paced students. Most
of the students (11 of 15) completed that assessment faster, which
is 141.33 s faster in average. DS-PITON-based learning yields 465 s
in average with 129 s as its standard deviation. Textbook-based
learning, on the other, yields 608 s in average with 229 s as its
standard deviation. This finding is strengthened by the fact that

eleven students completed the assessment faster with DS-PITON.
In average, DS-PITON's scenario's completion time is 202.67 s fas-
ter than the textbook's scenario’s completion time. It takes 585 s in
average with 256 s standard deviation. Whereas, textbook scenario
takes 746 s in average with 193 s standard deviation. According to
t-test, that change is statistically significant (its p-value is 0.0115).

Moderate-Paced Students' Completion Time for
Priority Queue with Linked List Material
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Fig. 14. Moderate-Paced Students’ Completion Time for Priority Queue Material.
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Fig. 15. Moderate-Paced Students’ Completion Time for Queue with Array Material
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5.4. Completion time results for slow-paced students

According to our experiments, DS-PITON does not reduce the
completion time of slow-paced students, and it is possible to affect
in reverse. This statement is strengthened by the fact that two
experiments (which are about priority queue and queue with
linked list on Fig. 16 and Fig. 17 respectively) show no statistically
significant reduction (their p-values are 0.186 and 0.357 respec-
tively), and one experiment (which is about stack with array on
Fig. 18) shows that DS-PITON increases completion time in a statis-
tically significant manner (with p-value = 0.007). One of the possi-

ble reasons is the limited adaptability of the slow-paced students;
they experienced some difficulties while operating the tool.

5.5. Questionnaire survey results

Fig. 19 sho he average scores for the rating questions. All
questions were responded positively; their average score is higher
than 4 (which represents agree). Among these questions, Q1 and
Q10 achieve the highest average score while Q4 and Q9 achieve
the lowest. However, since their scores are slightly different to
each other, no additional findings can be obtained.

Slow-Paced Students' Completion Time for
Priority Queue with Linked List Material
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Fig. 16. Slow-Paced Students' Completion Time for Priority Queue with Linked List Material.
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Fig. 17. Slow-Paced Students' Completion Time for Queue with Linked List Material.
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The Average Scores for Rating Questions
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Fig. 20. The Standard Deviation of Students' Rating Scores.

As seen in Fig. 20, all rating questions have a low degree of vari-
ations; their standard deviation is between 0.5 and 0.75. The high-
est degree of variation occurs Q11 while the lowest one occurs on
Q2 and Q6. Considering the difference between the highest and the
lowest degree is low, no additional findings can be concluded.

The open-ended question collects two kinds of feedbacks. The
first one is to optimise DS-PITON more as some laboratory comput-
ers have limited specification. The second one is to integrate DS-
PITON with the data structure textbook (as inspired by [46]).

6. Conclusion and future work

This paper integrates Program Visualisation (PV) with Algo-
rithm Visualisation (AV) tools with the aim to help learners under-
standing data structure implementation. The integration is
represented as a tool called DS-PITON. It works similar to a stan-
dard PV tool except that, when visualising prec?wd data struc-
tures, it utilises an AV tool for visualisation. According to our
evaluation, three findings can be deducted. First, it helps both
moderate-paced and slow-paced students getting better assess-
ment score. Second, it helps moderate-paced students completing
their assessment faster while being possible to add more comple-
tion time for slow-paced students. Third, the students believe that
DS-PITON helps them to understand data structure materials.

For future works, we plan to fulfill the students' feedback from
our survey. We plan to reevaluate DS-PITON' implementation com-
prehensively and optimise some components if possible. Further,
we plan to integrate a data structure textbook to DS-PITON.
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